
AS ChamadaS Wait( ) e Waitpid( )

- São usadas para esperar por mudanças de estado nos filhos
do processo chamador e obter informações sobre aqueles
filhos cujos estados tenham quisa em Redes e multimidia
- Ex: quando um processo termina (executando $\rightarrow$ terminado) o kernel
notifica o seu pai enviando-lhe o sinal SIGCHLD.
Considera-se uma alteração de estado:
" o término de execução de um filho (exit);
" o filho foi parado devido a um sinal (CTRL-z);
- Se o filho já teve o seu estado alterado no momento da
chamada, elas retornam imediatamente; caso contrário, o
processo chamador é bloqueado até que ocorra uma
mudança de estado do filho ou então um "signal handler"
interrompa a chamada.
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## Valores de status

- O argumento status de waitpid() pode ser NULL ou apontar para um inteiro. No caso de status ser $\neq$ NULL, o código de terminação do processo que finalizou é guardado na posição indicada por status. No caso de ser = NULL, este código de terminação é ignorado.
A morte do processo pode ser devido a:
uma chamada exit() e, neste caso, o byte à direita de status vale 0 e o byte à esquerda é o parâmetro passado a exit() pelo filho;
- uma recepção de um sinal fatal e, e neste caso, o byte à direita de status é
não nulo e os sete primeiros bits deste byte contém o número do sinal que matou o filho.
 terminação foi normal, o número de um sinal, se a terminação foi anormal, ou ainda se foi gerado um core file.
- O estado de terminação pode ser examinado (os bits podem ser testados) usando macros, definidas em <sys/wait.h>. Os nomes destas macros começam por WIF e podem ser são listadas com o comando shell man 2 wait. LPRM/DI/UFES
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## (cont) <br> Valores de status

[^0]- WIFCONTINUED(status) (Linux 2.6.10)

E

> E se o processo pai receber um sinal?


## <errno. h>,

pid_t r_wait (int *stat_loc)
while (( retval = wait $($ stat_loc) $)==-1) \& \& \quad($ errno $==\operatorname{EINTR}))$;
return retval;


sleep(30) ;
printf("\tEu sou tao jovem, e ja me sinto tao fraco! $\backslash n "$ ) ;
printf("\tAh nao... Chegou minha hora!\n") ;
printf("\t
int ret1, status1 ;
printf("Vou esperar que este mal-estar desapareca.\n") ;
ret1 = wait(\&status1) ;
if ((status1\&255) == 0) \{
printf("Valor de retorno do wait(): \%d\n", ret1)
printf("Parametro de exit(): \%d\n", (status1>>8)) ;
printf("Meu filho morreu por causa de um simples exi
else printf("Meu filho nao foi morto por um exit.\n")
else
printf("Meu filho nao foi morto por um exit. ${ }^{2}$ ") ;
printf(" n nSou eu ainda, o processo \%d.", getpid());
printf("\nOh nao, recomecou! Minha barriga esta crescendo de
printf("\nOh nao, recomecou! Minha barriga esta crescendo de novo!\n")
EXPी



LPrm


## CPRM

Exemplo 6: Process chain wait (estatavat. 6. - exemple 321)
// Para rodar o programa: \$testa_wait_6 <número de processos> // As mensagens aparecem na ordem reversa da criação.
\#include <errno.h>
\#include <stdio.h>
\#include <stdlib.h>
\#include <unistd.h>
\#include <sys/wait.h>
int main (int argc, char *argv[]) \{
pid_t childpid;
pid_t waitreturn;
if (argc ! $=2)\{$
return 1;
$\quad$ return 1;
$n=$ atoi $(a r g$
$n=\operatorname{atoi}(\operatorname{argv}[1]) ;$
for $(i=1 ; i<n ;$
while (childpid ! = (waitreturn $=$ wait(NULL)))
if ( $($ waitreturn $=-1)$ \&\& (errno $\quad!=$ EINTR) $)$
break;
fprintf(stderr, "I am process \%ld, my parent is \%ld\n", (long)getpid(),(long)getppid());


[^0]:    - O POSIX expecifica seis macros, projetadas para operarem em pares:

    WIFEXITED(status) - permite determinar se o processo filho terminou normalmente. Se WIFEXITED avalia um valor não zero, o filho terminou normalmente. Neste caso, WEXITSTATUS avalia os 8 -bits de menor ordem retornados pelo filho através de _exit(), exit() ou return de main.

    WEXITSTATUS(status) - retorna o código de saída do processo filho.
    WIFSIGNALED(status) - permite determinar se o processo filho terminou devido a um sinal
    WTERMSIG(status) - permite obter o número do sinal que provocou a finalização do processo filho WIFSTOPPED(status) - permite determinar se o processo filho que provocou o retorno se encontra

    WSTOPSIG(status) - permite obter o número do sinal que provocou o congelamento do processo filho congelado (stopped)
    WSTOPSIG(status)

    - Linux:

